**Problem Set 7 Introduction**

**Introduction**

In problem set 7, you will build a program to monitor news feeds over the Internet. Your program will filter the news, alerting the user when it notices a news story that matches that user's interests (for example, the user may be interested in a notification whenever a story related to the Red Sox is posted).

**This problem set has a lot of words, but don't get intimidated!** The staff solution has about 80 lines of code; we recommend that the solutions you write for each problem should stay under about 15-20 lines of code (the solutions for some problems will be *much* shorter than that). If you find yourself writing way more code than that, you should ask for help on the discussion forum and look into alternative ways of implementing things in a simpler way.

We recommend starting early because there is a lot of reading here, but you ought to be able to do this problem set sequentially in the order that we've laid out. There are a lot of references on Python classes available (look for classes in the readings listed in the Reference Links section of the webpage); here is the [official Python tutorial](http://docs.python.org/tutorial/classes.html) on classes, sections 9.1-9.7 (excepting 9.5.1) will be useful for this pset.

**Objectives**

The goal of this problem set is to help you become familiar and comfortable with the following topics:

* Many facets of object oriented programming, specifically:
  + Implementing [new classes and their attributes](http://www.greenteapress.com/thinkpython/thinkCSpy/html/chap12.html).
  + Understanding [class methods](http://www.greenteapress.com/thinkpython/thinkCSpy/html/chap14.html).
  + Understanding [inheritance](http://www.greenteapress.com/thinkpython/thinkCSpy/html/chap16.html).
  + Telling the difference between a class and an instance of that class - recall that a *class* is a blueprint of an object, whilst an *instance* is a single, unique unit of a class.
* Utilizing libraries as black boxes.

### Problem Set 7 Getting Started

## Getting Started

### ****Download and save****

[code\_ProblemSet7.zip](https://d37djvu3ytnwxt.cloudfront.net/assets/courseware/v1/269fc5b54f304a410e40e7be7f1158f3/c4x/MITx/6.00.1x/asset/code_ProblemSet7.zip): A zip file of all the files you need, including:

* ps7.py, a skeleton of the solution
* ps7\_test.py, a test suite that will help you check your answers
* triggers.txt, a sample trigger configuration file. You may modify this file to try other trigger configurations
* feedparser.py, a module that will retrieve and parse feeds for you
* project\_util.py, a module that includes a function to convert simple HTML fragments to plain text

The two modules (feedparser.py and project\_util.py) are necessary for this lab to work, but you will not need to modify them. Feel free to read through them if you'd like to understand what's going on.

**Canopy specific instructions:**Before beginning, go to:   
Edit -> Preferences -> Python tab and change the PyLab backend to Inline (SVG)

**More Canopy specific instructions:** Every time you modify code in ps7.py go to  
Run -> Restart Kernel (or hit the CTRL with the dot on your keyboard)  
before running ps7\_test.py. **You have to do this every time you modify the file**ps7.py **and want to run the file**ps7\_test.py, otherwise changes to the former will not be incorporated in the latter.

## RSS Overview

Many websites have content that is updated on an unpredictable schedule. News sites, such as [Google News](http://news.google.com/), are a good example of this. One tedious way to keep track of this changing content is to load the website up in your browser, and periodically hit the refresh button. Fortunately, this process can be streamlined and automated by connecting to the website's RSS feed, using an RSS feed reader instead of a web browser (e.g. [Sage](https://addons.mozilla.org/en-US/firefox/addon/sage/)). An RSS reader will periodically collect and draw your attention to updated content.

RSS stands for "Really Simple Syndication". An RSS feed consists of (periodically changing) data stored in an XML-format file residing on a web-server. For this project the details are unimportant. You don't need to know what XML is, nor do you need to know how to access these files over the network.

We will use a special Python module to deal with these low-level details. The higher-level details of the structure of the Google News RSS feed as described on the next page should be enough for our purposes.

**Part I: Data Structure Design**

**Conflict with Grader**

To avoid getting an error from the grader about using the class variables title, subject, or summary, rename any variable you have used with these names to something else. Thank you!

**Part I: Data Structure Design**

5.0/5.0 points (graded)

First, let's talk about one specific RSS feed: Google News. The URL for the Google News feed is:

<http://news.google.com/?output=rss>

If you try to load this URL in your browser, you'll probably see your browser's interpretation of the XML code generated by the feed. You can view the XML source with your browser's "View Page Source" function, though it probably will not make much sense to you. Abstractly, whenever you connect to the Google News RSS feed, you receive a **list of items**. Each **entry** in this list represents a single news item. In a Google News feed, every entry has the following fields:

* **guid** : A globally unique identifier for this news story.
* **title** : The news story's headline.
* **subject** : A subject tag for this story (e.g. 'Top Stories', or 'Sports').
* **summary** : A paragraph or so summarizing the news story.
* **link** : A link to a web-site with the entire story.

**Generalizing the Problem**

This is a little trickier than we'd like it to be, because each of these RSS feeds is structured a little bit differently than the others. So, our goal in Part I is to come up with a unified, standard representation that we'll use to store a news story.

Why do we want this? When all is said and done, we want an application that aggregates several RSS feeds from various sources and can act on all of them in the exact same way: we should be able to read news stories from various RSS feeds all in one place. If you've ever used an RSS feed reader, be assured that it has had to solve the exact problem we're going to tackle in this pset!

**Problem 1**

*Parsing* is the process of turning a data stream into a structured format that is more convenient to work with. We have provided you with code that will retrieve and parse the Google and Yahoo news feeds.

Parsing all of this information from the feeds that Google/Yahoo/the New York Times/etc. gives us is no small feat. So, let's tackle an easy part of the problem first: Pretend that someone has already done the specific parsing, and has left you with variables that contain the following information for a news story:

* globally unique identifier (GUID) - a string that serves as a unique name for this entry
* title - a string
* subject - a string
* summary - a string
* link to more content - a string

We want to store this information in an *object* that we can then pass around in the rest of our program. Your task, in this problem, is to write a class, NewsStory, **starting with a constructor** that takes (guid, title, subject, summary, link) as arguments and stores them appropriately. NewsStory also needs to contain the following methods:

* getGuid(self)
* getTitle(self)
* getSubject(self)
* getSummary(self)
* getLink(self)

Each method should return the appropriate element of an instance. For example, if we have implemented the class and call

test = NewsStory('foo', 'myTitle', 'mySubject', 'some long summary', 'www.example.com')

then test.getGuid() will return foo.

The solution to this problem should be relatively short and very straightforward (please review what get methods should do if you find yourself writing multiple lines of code for each). Once you have implemented NewsStory all the NewsStory test cases should work.

To test your class definition, we have provided a test suite in ps7\_test.py. You can test your code by loading and running this file. You should see an "OK" for the NewsStory tests if your code is correct. Because ps7.py contains code to run the full RSS scraping system, we suggest you do not try to run ps7.py directly to test your implementation. Instead, in IDLE, you can do the following:

>>> from ps7 import \*

>>> test = ps7.NewsStory('foo', 'myTitle', 'mySubject', 'some long summary', 'www.example.com')

to load in then run your own tests on your class definitions.

**Canopy Specific Instructions:** If you are getting an error, type the following instead:

>>> cd [insert the full path of the directory where your code resides]

>>> from ps7 import \*

>>> test = NewsStory('foo', 'myTitle', 'mySubject', 'some long summary', 'www.example.com')

# Enter your code for NewsStory in this box

class NewsStory(object):

# your code here

**Part II: Triggers (Word Triggers)**

**Conflict with Grader**

To avoid getting an error from the grader about using the class variables title, subject, or summary, rename any variable you have used with these names to something else. Thank you!

**Part II: Word Triggers**

20.0/20.0 points (graded)

Given a set of news stories, your program will generate **alerts** for a subset of those stories. Stories with alerts will be displayed to the user, and the other stories will be silently discarded. We will represent alerting rules as **triggers**. A trigger is a rule that is evaluated over a single news story and may fire to generate an alert. For example, a simple trigger could fire for every news story whose title contained the word "Microsoft". Another trigger may be set up to fire for all news stories where the summary contained the word "Boston". Finally, a more specific trigger could be set up to fire only when a news story contained both the words "Microsoft" and "Boston" in the summary.

In order to simplify our code, we will use object polymorphism. We will define a trigger interface and then implement a number of different classes that implement that trigger interface in different ways.

**Trigger interface**

Each trigger class you define should implement the following interface, either directly or transitively. It must implement the **evaluate** method that takes a news item (NewsStory object) as an input and returns True if an alert should be generated for that item. We will not directly use the implementation of the Trigger class, which is why it throws an exception should anyone attempt to use it

The class below implements the Trigger interface (you will not modify this). Any subclass that inherits from it will have an evaluate method. By default, they will use the evaluate method in Trigger, the superclass, unless they define their own evaluate function, which would then be used instead. If some subclass neglects to define its own evaluate() method, calls to it will go to Trigger.evaluate(), which fails (albeit cleanly) with the NotImplementedError exception:

class Trigger(object):

def evaluate(self, story):

"""

Returns True if an alert should be generated

for the given news item, or False otherwise.

"""

raise NotImplementedError

We will define a number of classes that inherit from Trigger. In the figure below, Trigger is a superclass, which all other classes inherit from. The arrow from WordTrigger to Trigger means that WordTrigger inherits from Trigger - a WordTrigger ***is a Trigger*** . Note that other classes inherit from WordTrigger.

[![https://d37djvu3ytnwxt.cloudfront.net/assets/courseware/v1/4e0f09ef9ee249959e81c9815d81b673/c4x/MITx/6.00.1x/asset/files_ps06_files_trigger_inheritance_large.png](data:image/png;base64,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)](https://d37djvu3ytnwxt.cloudfront.net/assets/courseware/v1/4e0f09ef9ee249959e81c9815d81b673/c4x/MITx/6.00.1x/asset/files_ps06_files_trigger_inheritance_large.png)

[Click on the above image for a full-size view]

**Whole Word Triggers**

Having a trigger that always fires isn't interesting; let's write some that are. A user may want to be alerted about news items that contain specific words. For instance, a simple trigger could fire for every news item whose *title* contains the word "Microsoft". In the following problems, you will create a WordTrigger *abstract class* and implement three classes that inherit from this class.

The trigger should fire when the whole word is present. For example, a trigger for "soft" should fire on:

* Koala bears are soft and cuddly.
* I prefer pillows that are soft.
* Soft drinks are great.
* Soft's the new pink!
* "Soft!" he exclaimed as he threw the football.

But should **not** fire on:

* Microsoft recently released the Windows 8 Consumer Preview.
* Downey makes my clothes the softest they can be!

This is a little tricky, especially the case with the apostrophe. For the purpose of your parsing, pretend that a space or any character in string.punctuation is a word separator. If you've never seen string.punctuation before, go to your interpreter and type:

>>> import string

>>> print string.punctuation

Play around with this a bit to get comfortable with what it is. The [split](http://docs.python.org/library/stdtypes.html#str.split) and [replace](http://docs.python.org/library/stdtypes.html#str.replace) methods of strings will almost certainly be helpful as you tackle this part.

You may also find the string methods [lower](http://docs.python.org/library/stdtypes.html#str.lower) and/or [upper](http://docs.python.org/library/stdtypes.html#str.upper) useful for this problem.

**Problem 2**

Implement a word trigger abstract class, WordTrigger. It should take in a string word as an argument to the class's constructor.

WordTrigger should be a subclass of Trigger. It has one new method, isWordIn, which takes in one string argument text. It returns True if the whole word word is present in text, False otherwise, as described in the above examples. This method should not be case-sensitive. Implement this method.

[Hint](https://courses.edx.org/courses/MITx/6.00.1x/3T2013/courseware/Week_10/Problem_Set_6/)

Because this is an abstract class, we will not be directly instantiating any WordTriggers. WordTrigger should inherit its evaluate method from Trigger. We do this because now we can create subclasses of WordTrigger that use its isWordIn method. In this way, it is much like the Trigger interface, except now actual code from this WordTrigger class is used in its subclasses.

**Problem 3**

You are now ready to implement WordTrigger's three subclasses: TitleTrigger, SubjectTrigger, and SummaryTrigger.

Implement a word trigger class, TitleTrigger, that fires when a news item's **title** contains a given word. The word should be an argument to the class's constructor. This trigger should not be case-sensitive (it should treat "Intel" and "intel" as being equal).

For example, an instance of this type of trigger could be used to generate an alert whenever the word "Intel" occurred in the title of a news item. Another instance could generate an alert whenever the word "Microsoft" occurred in the title of an item.

**Think carefully about what methods should be defined in TitleTrigger and what methods should be inherited from the superclass. This class can be implemented in as few as 3 lines code!**

[Hint](https://courses.edx.org/courses/MITx/6.00.1x/3T2013/courseware/Week_10/Problem_Set_6/)

Once you've implemented TitleTrigger, the TitleTrigger unit tests in our test suite should pass. Run ps7\_test.py to check.

**Canopy specific instructions:**Every time you modify code inps7.pygo to  
Run -> Restart Kernel (or hit the CTRL with the dot on your keyboard)  
before running ps7\_test.py. **You have to do this every time you modify the file**ps7.py**and want to run the file**ps7\_test.py, otherwise changes to the former will not be incorporated in the latter.

**Problem 4**

Implement a word trigger class, SubjectTrigger, that fires when a news item's **subject** contains a given word. The word should be an argument to the class's constructor. This trigger should not be case-sensitive.

Once you've implemented SubjectTrigger, the SubjectTrigger unit tests in our test suite should pass.

**Problem 5**

Implement a word trigger class, SummaryTrigger, that fires when a news item's **summary** contains a given word. The word should be an argument to the class's constructor. This trigger should not be case-sensitive.

Once you've implemented SummaryTrigger, the SummaryTrigger unit tests in our test suite should pass.

# Enter your code for WordTrigger, TitleTrigger,

# SubjectTrigger, and SummaryTrigger in this box

# TODO: WordTrigger

class WordTrigger(Trigger):

### Part II: Triggers (Composite Triggers)

### Conflict with Grader

To avoid getting an error from the grader about using the class variables title, subject, or summary, rename any variable you have used with these names to something else. Thank you!

### Part II: Composite Triggers

15.0/15.0 points (graded)

## Composite Triggers

So the triggers from the previous page are mildly interesting, but we want to do better: we want to 'compose' the earlier triggers, to set up more powerful alert rules. For instance, we may want to raise an alert only when both "google" and "stock" were present in the news item (an idea we can't express right now).

Note that these triggers are not word triggers and should not be subclasses of WordTrigger.

## Problem 6

Implement a NOT trigger (NotTrigger).

This trigger should produce its output by inverting the output of another trigger. The NOT trigger should take this other trigger as an argument to its constructor. (Why its constructor? Because we can't change what parameters evaluate takes in... that'd break our polymorphism). So, given a trigger T and a news item x, the output of the NOT trigger's evaluate method should be equivalent to not T.evaluate(x).

When this is done, the NotTrigger unit tests should pass.

**Canopy specific instructions:**Every time you modify code inps7.pygo to  
Run -> Restart Kernel (or hit the CTRL with the dot on your keyboard)  
before running ps7\_test.py. **You have to do this every time you modify the file**ps7.py**and want to run the file**ps7\_test.py, otherwise changes to the former will not be incorporated in the latter.

## Problem 7

Implement an AND trigger (AndTrigger).

This trigger should take two triggers as arguments to its constructor, and should fire on a news story only if both of the inputted triggers would fire on that item.

When this is done, the AndTrigger unit tests should pass.

## Problem 8

Implement an OR trigger (OrTrigger).

This trigger should take two triggers as arguments to its constructor, and should fire if either one (or both) of its inputted triggers would fire on that item.

When this is done, the OrTrigger unit tests should pass.

**Note:** In addition to the three classes in this problem (NotTrigger, AndTrigger, and OrTrigger), please provide your definitions of WordTrigger and TitleTrigger in the following box.

Code Editor

# Enter your code for WordTrigger, TitleTrigger,

# NotTrigger, AndTrigger, and OrTrigger in this box

class WordTrigger(Trigger):

**Part II: Triggers (Phrase Triggers)**

**Conflict with Grader**

To avoid getting an error from the grader about using the class variables title, subject, or summary, rename any variable you have used with these names to something else. Thank you!

**Part II: Phrase Triggers**

5.0/5.0 points (graded)

**Phrase Triggers**

At this point, you have no way of writing a trigger that matches on "New York City" -- the only triggers you know how to write would be a trigger that would fire on "New" AND "York" AND "City" -- which also fires on the phrase "New students at York University love the city". It's time to fix this. Since here you're asking for an exact match, we will require that the cases match, but we'll be a little more flexible on word matching. So, "New York City" will match:

* New York City sees movie premiere
* In the heart of New York City's famous cafe
* New York Cityrandomtexttoproveapointhere

but will not match:

* I love new york city
* I love    New                 York                  City!!!!!!!!!!!!!!

**Problem 9**

Implement a phrase trigger (PhraseTrigger) that fires when a given phrase is in **any** of the story's subject, title, or summary. The phrase should be an argument to the class's constructor. You may find the Python operator in helpful, as in:

>>> print "New York City" in "In the heart of New York City's famous cafe"

True

>>> print "New York City" in "I love new york city"

False

When this is done, the PhraseTrigger unit tests should pass.

**Canopy specific instructions:**Every time you modify code inps7.pygo to  
Run -> Restart Kernel (or hit the CTRL with the dot on your keyboard)  
before running ps7\_test.py. **You have to do this every time you modify the file**ps7.py**and want to run the file**ps7\_test.py, otherwise changes to the former will not be incorporated in the latter.

**Note:** In addition to the class in this problem (PhraseTrigger), please provide your definitions of WordTrigger, TitleTrigger, SubjectTrigger, and SummaryTrigger in the following box.

Code Editor

# Enter your code for WordTrigger, TitleTrigger,

# SubjectTrigger, SummaryTrigger, and PhraseTrigger in this box

# TODO: WordTrigger

class WordTrigger(Trigger):

### Part III: Filtering

### Conflict with Grader

To avoid getting an error from the grader about using the class variables title, subject, or summary, rename any variable you have used with these names to something else. Thank you!

### Part III: Filtering

10.0/10.0 points (graded)

At this point, you can run ps7.py, and it will fetch and display Google and Yahoo news items for you in little pop-up windows. How many news items? All of them.

Right now, the code we've given you in ps7.py gets all of the feeds every minute, and displays the result. This is nice, but, remember, the goal here was to filter out only the the stories we wanted.

## Problem 10

Write a function, filterStories(stories, triggerlist) that takes in a list of news stories and a list of triggers, and returns a list of only the stories for which *any* of the triggers fires on. The list of stories should be unique - that is, do not include any duplicates in the list. For example, if 2 triggers fire on StoryA, only include StoryA in the list one time.

After completing Problem 10, run the file ps7\_test.py. All the tests should now pass.

**Canopy specific instructions:**Every time you modify code inps7.pygo to  
Run -> Restart Kernel (or hit the CTRL with the dot on your keyboard)  
before running ps7\_test.py. **You have to do this every time you modify the file**ps7.py**and want to run the file**ps7\_test.py, otherwise changes to the former will not be incorporated in the latter.

Also after completing Problem 10, you can try running ps7.py, and various RSS news items should pop up, filtered by some hard-coded triggers defined for you in some code near the bottom. The code runs an infinite loop, checking the RSS feed for new stories every 60 seconds. Press "Exit" at the bottom of the popup window to exit out of the program.

**Note:** In addition to the function filterStories, please provide your definitions of WordTrigger, TitleTrigger, SubjectTrigger, SummaryTrigger, and PhraseTrigger in the following box.

Code Editor

# Enter your code for WordTrigger, TitleTrigger,

# SubjectTrigger, SummaryTrigger, PhraseTrigger, and

# filterStories in this box

# Enter your code for WordTrigger, TitleTrigger,

# SubjectTrigger, SummaryTrigger, and PhraseTrigger in this box

# TODO: WordTrigger

class WordTrigger(Trigger):

**Part IV: User Specified Triggers**

**Part IV: User-Specified Triggers**

10.0/10.0 points (graded)

Right now, your triggers are specified in your Python code, and to change them, you have to edit your program. This is very user-unfriendly. (Imagine if you had to edit the source code of your web browser every time you wanted to add a bookmark!)

Instead, we want you to read your trigger configuration from a triggers.txt file every time your application starts, and use the triggers specified there.

Consider the following example trigger configuration file:

# subject trigger named t1

t1 SUBJECT world

# title trigger named t2

t2 TITLE Intel

# phrase trigger named t3

t3 PHRASE New York City

# composite trigger named t4

t4 AND t2 t3

# the trigger set contains t1 and

t4

ADD t1 t4

The example file specifies that four triggers should be created, and that two of those triggers should be added to the trigger list:

* A trigger that fires when a subject contains the word 'world' (t1).
* A trigger that fires when the title contains the word 'Intel' and the news item contains the phrase 'New York City' somewhere (t4).

The two other triggers (t2 and t3) are created but not added to the trigger set directly. They are used as arguments for the composite AND trigger's definition (t4).

Each line in this file does one of the following:

* is blank
* is a comment (begins with a #)
* defines a named trigger
* adds triggers to the trigger list.

Each type of line is described below.

* **Blank:** blank lines are ignored. A line that consists only of whitespace is a blank line.
* **Comments:** Any line that begins with a # character is ignored.
* **Trigger definitions:** Lines that do not begin with the keyword ADD define named triggers. The first element in a trigger definition is the name of the trigger. The name can be any combination of letters without spaces, except for "ADD". The second element of a trigger definition is a keyword (e.g., TITLE, PHRASE, etc.) that specifies the kind of trigger being defined. The remaining elements of the definition are the trigger arguments. What arguments are required depends on the trigger type:
  + **TITLE** : a single word.
  + **SUBJECT** : a single word.
  + **SUMMARY** : a single word.
  + **NOT** : the name of the trigger that will be NOT'd.
  + **AND** : the names of the two other triggers that will be AND'd.
  + **OR** : the names of the two other triggers that will be OR'd.
  + **PHRASE** : a phrase.
* **Trigger addition:** A trigger definition should create a trigger and associate it with a name but should not automatically add that trigger to the running trigger list. One or more ADD lines in the .txt file will specify which triggers should be in the trigger list. An addition line begins with the ADD keyword. Following ADD are the names of one or more previously defined triggers. These triggers will be added to the the trigger list.

**Problem 11**

We have implemented the function readTriggerConfig(filename) for you. We've written code to open the file and throw away all the lines that don't begin with instructions (e.g. comments and blank spaces), and then reads in the code that defines triggers and instantiates the triggers by making a call to the helper function makeTrigger. The function readTriggerConfig then returns a list of triggers specified in the configuration file.

First, read through the definition of readTriggerConfig. You should be able to understand everything this function is doing at this point in the course.

Next, implement the function makeTrigger(triggerMap, triggerType, params, name). This helper function should build and return a trigger depending on its type. It also keeps track of triggers and names in a map. We have defined for you the specifications for this function to make it easier for you to write. Be sure you understand how readTriggerConfig is using this function; that will make implementation easier.

Once that's done, modify the code within the function main\_thread to use the trigger list specified in your configuration file, instead of the one we hard-coded for you:

# TODO: Problem 11

# After implementing makeTrigger, uncomment the line below:

# triggerlist = readTriggerConfig("triggers.txt")

NOTE that you may have to change "triggers.txt" to the full

filepath (eg, C:/Documents/triggers.txt) if the

RSS reader window does not pop up. You can reset Canopy with

Run -> Restart Kernel or CTRL key with the dot key.

After completing Problem 11, you can try running ps7.py, and depending on how your triggers.txt file is defined, various RSS news items should pop up for easy reading. The code runs an infinite loop, checking the RSS feed for new stories every 60 seconds.

**Hint:** If no stories are popping up, open up triggers.txt and change the triggers to ones that reflect current events (if you don't keep up, just pick a trigger that would fire on one of the current [Google news](http://news.google.com/) stories).

**Hint:** You may find the [str.join](http://docs.python.org/2/library/stdtypes.html#str.join) useful.

Code Editor

# Enter your code for makeTrigger in this box

def makeTrigger(triggerMap, triggerType, params, name):

"""

Takes in a map of names to trigger instance, the type of trigger to make,

and the list of parameters to the constructor, and adds a new trigger

to the trigger map dictionary.

triggerMap: dictionary with names as keys (strings) and triggers as values

triggerType: string indicating the type of trigger to make (ex: "TITLE")

params: list of strings with the inputs to the trigger constructor (ex: ["world"])

name: a string representing the name of the new trigger (ex: "t1")

Modifies triggerMap, adding a new key-value pair for this trigger.

Returns a new instance of a trigger (ex: TitleTrigger, AndTrigger).

"""

# TODO: Problem 11